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I. Introduction

The reuse of software components refers to the process of using software artifacts for the development of new software. Since the evolution of computational systems, the reuse of software is in practice. Reuse of the already existing code to develop new software or developing the software that can be reused is one of the prominent areas of research. The present study mainly focuses on the intricacies involved in reuse of multi agent software systems.

A software agent is a computer program that symbolizes a user. It implies that an agent has the capacity to make the appropriate decisions.

Using software agents for Domain-oriented component design method is a newly proposed reuse approach in software engineering and it starts from the process of acquiring business knowledge within a common application domain. After having the knowledge of the application domain, a collection of business logic is mapped into components which can be reused in the future design. This method increases the functional completeness of the software component and makes it reusable to a lower extent. Since the business requirements of different organizations are diverse and are changing, so a reusable knowledge base that can be adaptive and flexible are yet to be provided by current domain component design methods. In the following section the major design issues of the reusable software components are addressed.

II. Design Issues

The major issues to be considered in the development of agent-based software systems include [3], [11], [12].

- Scheduling of tasks and their synchronization
- Prioritization of tasks by the agent
- Assignment of tasks by the agents
- Representation of agents in different environments, and storage of their internal state
- For heterogeneous platform what are the Behavioral changes of the agents
- How message passing can be facilitated and communication can be established
- Usage of hierarchies of agents

Apart from the above stated issues following issues are critical issues in reusability of the software agents:

- Usage of software agents on diverse platforms
- Sharing or reconstructing ontology for software agents being reused

III. Software Abstractions

The abstraction of software artifacts has to be used in every method of software reuse. A software abstraction is high-level, in the sense that attributes corresponding to one or more realizations of facts in more detailed level are represented. Some attributes describe what and how abstraction is done [19]. For the clear understanding, comparison and selection of appropriate software artifacts, the small abstractions are needed and these abstractions can be used in reuse process. The clear understanding of user interface has to be there so that a set of software artifacts can be composed and this should be depicted in the abstraction specification. Every artifact plays an important role in application development and it may not be concluded that the final deliverable i.e. the software product satisfies the user requirements or not.

An abstraction is composed of a fixed, a variable and a hidden part. Only the fixed and variable part is visible in the abstraction specification. The fixed part represents the invariant features and the variable part symbolizes the variable features of the abstraction. The hidden part consists of the realization details.

The cognitive distance is the measure of the effectiveness of the reuse technique. It is the effort
required to transfer software system from one phase to another in terms of intellect. The goal of the reuse technique should be to minimize the cognitive distance between the abstraction and the final software product. To minimize this distance the abstraction specification should more specifically represent the abstractions which are used for application domain. Finally the mapping of the specifications should be made partially or fully automated [10].

IV. MULTI-AGENT APPLICATION ENGINEERING

“Multi-Agent Application Engineering” is a domain oriented research towards reducing software complexity and increasing productivity. This can be accomplished via techniques and tools that aid software reuse in Multi-Agent Software Engineering.

In Application Engineering, the software abstractions that can be reused are created. Application Development is the process of developing domain specific applications using software abstractions that can be used again and again [12].

In the following section the model for developing agent based application specific software is presented. A set of activities and various tools and libraries that can be used is also discussed for developing high level software abstractions.

a) Developing Multi-Agent Specific Applications

A multi-agent specific application is made using the constitution of a group/assortment of reusable agent frameworks available in the library of the development environment as shown in Figure 1. These frameworks are realizations of high-level software abstractions in the library.

b) Developing High – Level Software Abstractions

The reusable agent-based software abstractions are illustrated and described considering their level of abstraction and their dependence level from the application or user domain: domain models, user models, agent-oriented architectural styles, agent-oriented design patterns, agent-oriented frameworks and software agents.

c) Requirement Analysis

The next phase is to extract the requirement specifications of the domain of the application. The application domain, the user model and the interactions of domain model and the user model result in a reusable software product.

The domain model specifications are depicted at a high level of abstraction. This model represents the
conception of problem. The language represents the definitions necessary for elements, processes and their relationships in the system. The user model specifies the needs and requirements of the end user.

d) Design of the Model

The outcome of the design phase is the reusable design attributes of Agent-Based Application Engineering. It consists of the agent-based architectural styles, software patterns and the frameworks. Architectural style is the set of designing rules which will specify the type of elements and coupling which can be used to constitute the system and subsystems. The software pattern identifies and specifies the problems that can commonly occur at conceptual and architectural level. These problems generally originate from architectural styles being used, domain model and the user model. A software pattern has a set format so that it can be easily propagated. This format asserts the problems that have been depicted by the pattern and forces the action to be taken to resolve the problems. For making use of such pattern there should be a framework that validates the pattern and provides a probable solution to the problem. If it was previously used in some application, that has to be mentioned in the framework. Some agent based software patterns have already been proposed that can be used at architectural level or later stages in the agent design [2, 17]. The basic design guidelines are provided by the architectural styles and the agent patterns so that agent oriented frameworks can be developed [3, 5, 20]. The participating agents are chosen from the bank of agents which facilitates domain dependent or domain independent functionality.

V. Conclusion

A new horizon of reuse based software engineering using agent paradigm has been introduced. With the introduction of one more layer of abstraction at the software level, the present study may be used for the development of reusable software components across various platforms. Thus it proposed an effective model for agent based reuse.
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